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ABSTRACT 
Many countries have started the process of involving programming in K-12 education. Most experts 

agree that this will be a positive change, but there are no concrete guidelines on which tools to use, and 
how to address challenges for the involved teachers. The aim of this study was to describe and analyse 
teachers' perceptions of integrating programming in technology and mathematics, and their view on 
programming tools. A case study strategy was used, with two versions of an introductory programming 
course as the case study units. For both course versions, technology and mathematics teachers taking 
the course could choose between textual programming in Python and block programming in Scratch. 
Data have been collected in a mix of submitted essays, programming solutions and researchers’ 
observations. Findings show that a challenge in learning and integrating programming is the perceived 
time trouble, while an opportunity is that programming is perceived to be fun. Regarding the choice of 

tools, the majority of the teachers used Python themselves and mentioned that they could see a greater 
potential for it as a tool in education. However, many of them stated that they still will start off with 
Scratch, due to the lower threshold for novice programmers. 
 

Keywords: programming tools, block programming, textual programming, K-12 education, teachers 
professional development.  
 

 

1. INTRODUCTION 
 

The integration of programming in K-12 settings is a worldwide and ongoing 

phenomenon (Balanskat & Engelhardt, 2015; Floyd, 2019; Dong et al., 2019). The 

expectations for this integration are that it should facilitate students’ development of 

computational thinking and create skills that are useful for other school subjects, where some 

examples are self-efficacy, problem solving and reasoning skills in mathematics (Duncan  

& Bell, 2015; Psycharis & Kallia, 2017). However, this integration process also brings new 

challenges such as: access-limitations to computers and the internet, and lack of motivation 

and computer literacy. 

Teachers also need to cope with time-issues in the learning of programming, and there 

is also the question of how motivating high-quality professional development courses for the 

teachers should be designed (Tundjungsari, 2016; Jawawi, Mamat, Ridzuan, Khatibsyarbini 
& Zaki, 2015; Mannila et al., 2014)? On the contrary, a successful integration of 

programming in K-12 schools might bring new positive opportunities, not only to computer 

science but also to other subjects. For example, programming might serve as an expressive 

tool for knowledge construction, and support students’ growth from being passive consumers 
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to a new role as active producers (Feurzeig, 2010; Papert, 1993:142; Tundjungsari, 2016; 

Psycharis & Kallia, 2017). 

In mars 2017 the Swedish government approved and presented a new curriculum for 

K-9 education that should be implemented no later than in the fall of 2018. A curriculum 

where digital competence and programming are introduced as interdisciplinary fields with 

explicit descriptions of programming and algorithm construction as new tools for problem 

solving in mathematics and technology (Heintz, Mannila, Nordén, Parnes & Regnell, 2017). 

Despite this rapid implementation plan, there was a lack of concreate guidelines on how 
programming should be involved in the mathematics and technology curricula (Government 

Offices of Sweden, 2017). An identified problem in some earlier studies is that many teachers 

find this stressful and do not know which tools to use (Humble & Mozelius, 2019; Mozelius 

& Hoff, 2019).   

The aim of this study was to describe and analyse technology and mathematics teachers' 

perceptions of integrating programming, and their view on programming tools. The two 

important research questions to answer in the study were: 1) What are teachers’ perceptions 

of main challenges and opportunities in learning and integrating programming in K-12 

technology and mathematics? 2) Which preferences do K-12 teachers have in the choice of 

programming tools and how might this be related to subjects and student age? 

 

2. BACKGROUND 
 

The first documented programming experiments were carried out as early as in the 

1840s, in the famous collaboration between Ada Lovelace and Charles Babbage (Kim  

& Toole, 1999). About a hundred years later, Alan Turing constructed the foundation of 

modern computer programming by designing a model for computational instructions that 

were possible to store in electronic memories (Morris & Jones, 1984). Modern computational 

devices can only execute binary instructions that works for the specific processor. To write 

such programs directly as binary instructions is difficult, and time consuming for a human. 

To address this the very first assembly language was developed at the Cambridge University 
in the 1940s. This was done with the idea of replacing binary instructions with mnemonics 

that are easier to remember for a human brain.  

Computer programs are for special purposes still written in assembly languages, but 

more common is to create the programs in various high-level languages.  In a high-level 

language, a single instruction can correspond to a large number of machine instructions. 

(Gaddis, 2011) Modern programming languages such as Python and Java also have a design 

that make them platform independent and possible to run on different types of processors.  

 

2.1. Textual programming in Python 
Since the 1950s when the first high-level programming language FORTRAN was 

developed by IBM, textual programming has been the dominating standard mode of 

programming. In the traditional textual programming, statements, selection, iteration and 

other standard programming constructions are built up by combinations of textual 

instructions that later are syntactically checked by a compiler or by an interpreter (Erwig  

& Meyer, 1995). Reading, writing and analysing code can be hard in traditional programming 

languages such as FORTRAN, Cobol, C and Perl. Later in the 1990s new programming 

languages like Java and Python strived to have a higher readability, and in the case of Python 

also a higher writability (Lutz, 2001).  
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Python can be described as a multi-paradigm programming language that was designed 

and developed with Guido Van Rossum as the main architect in the late 1980s. The language 

can be classified as multi-paradigm since it fully supports imperative and object-oriented 

programming, and also implements features that supports functional and aspect-oriented 

programming (Lutz, 2001; Van Rossum, 2007). Python has a high writability and unlike other 

dynamic and interpreted languages also a high readability.  

High writability in this context means that complex techniques such as file handling or 

working with data collections just need a few lines of code. Python also has high readability 
in the sense that Python code is easy to read, understand and analyse. This combination places 

Python on a slightly higher level than other high-level languages such as Java and C#, which 

makes Python an interesting candidate for textual programming in K-12 education.   

 

2.2. Block programming in Scratch 
Block programming as a type of visual programming, can be understood by looking at 

the hierarchy of visual aids for programming (Singh & Chignell, 1992). A hierarchy that 

presents visual programming as a sub-group with different graphical interaction systems and 

visual language systems. Systems that in its turn consists of flow diagrams, icons, forms and 
tables (Singh & Chignell, 1992; Lavonen, Meisalo, Lattu & Sutinen, 2003). In a brief and 

broader definition, visual programming environments use graphical or visual representations 

of the code in a program (Lavonen et al., 2003). 

The process that led to block programming environments can be said to start with the 

LISP-LOGO programming language. A language that was developed with the aim to offer a 

more understandable syntax than its predecessor LISP, with the use of graphical commands 

such as Forward and Right to make it easier to learn and use (Jehng & Chan, 1998). These 

visual elements have later been further developed in other programming tools where 

fundamental concepts as variables, functions, flow control and user interactions also have 

graphical representations (Lavonen et al., 2003). 

The most widespread and well-known visual programming tool for a younger audience 

today is Scratch, a programming environment developed by the Lifelong Kindergarten 
research group at the MIT Media Lab. A tool where users can create programs by putting 

blocks of code together in the same way as building physical things with LEGO bricks 

(Resnick et al., 2009; Brennan & Resnick, 2012). A strength with Scratch, if seen as an 

educational programming tool, is its low starting threshold in combination with its potential 

for constructing larger and more complex projects (Shute, Sun & Asbell-Clarke, 2017; 

Resnick et al., 2009). In the continuously growing Scratch-community users can interact, and 

learn from each other by watching instructional videos and sharing projects (Brennan, 

Valverde, Prempeh, Roque & Chung, 2011; Brennan & Resnick, 2012). Furthermore, Scratch 

programming can be combined with art, music, storytelling and multi-media presentations 

(Maloney, Resnick, Rusk, Silverman & Eastmond, 2010). Options that are inclusive and have 

a potential to broaden the participation in programming and engineering among both girls 
and boys (Rusk, Resnick, Berg & Pezalla-Granlund, 2008). 

 

3. METHODOLOGY 
 

A case study approach was used as the overall research strategy with two instances of 

a programming course as the case units. The course, which is described in detail in the next 

section below, has a focus on fundamental programming for K-12 technology and 

mathematics. The first course instance was given during the autumn of 2018, and the second 

was given during the 2019 spring semester. As recommended for case studies, data was 
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collected from multiple data sources to gain a deeper understanding of the studied 

phenomenon (Yin, 2009:4; Creswell, 2009; Remenyi, 2012; Denscombe, 2007). The 

collection of data was in both case units conducted through workshop observations, essay 

assignments, and code submissions. A total of 60 K-12 teachers participated in the first course 

instance, and a total of 32 teachers participated in the second course instance. 

To analyse and identifying topics of interests in the submitted essays a content analysis 

was carried out as described by Drisko and Maschi (2015:25-26), and Bryman (2016:283). 

Inductive coding was used in the analysis of the submitted essays (Drisko  
& Maschi, 2015:43) where the results later were compared to the analysis of the code 

submissions, and to the workshop observations. The analysed material consisted of:  

49 essays, where 31 was gathered from the first instance of the course and 18 was gathered 

from the second instance of the course; 16 workshop observations (8 from each course 

instance in the form of campus meetings); and lastly, 209 code submissions, of which 146 

code submissions were gathered from the first instance of the course, and 63 code 

submissions from the second instance of the course. 

 

4. COURSE DESIGN 

 
The programming courses referred to in this study are aimed at K-12 teachers in 

technology and mathematics. The teachers that took these courses had little or no previous 

experience in programming, and the use of it as a tool in their own teaching and learning 

activities. The programming courses are of a total of 7.5 ECTS each, given at a 25% study 

pace stretched over a twenty-week period and held in the Mid Sweden region. The courses 

consisted of both face-to-face meetings with lectures and workshops, and organised online 

learning in the virtual learning platform Moodle. The participating teachers were encouraged 

to share ideas and collaborate between meetings by creating local study groups. 
The authors’ experiences from previous similar courses are that only a small part of the 

participants have experience in the practise of programming. Since the aimed participants of 

the course not only need to learn how to program but also how to use it as a tool in their 

teaching and learning activities, the course was dived into five specific sections that meet 

these needs (Mozelius, 2018). 

The first section ‘Programming in school, why, what and how?’ allowed for a more 

general discussion with the participants about the overall digitalisation of education and 

computational thinking (why). While also introducing the basic concepts of programming 

(what) and give support in the installation of the programming environments for Scratch and 

Python (how). 

The second section of the courses, ‘The fundamental building blocks of programming’, 

focused on developing the participants’ knowledge on the fundamental building blocks in 
programming, such as variables, constants, selection and iteration. To be able to build their 

own programs the participants needs to know and practise these fundamentals of 

programming. 

The third section ‘Didactics for Technology and Mathematics’ is perhaps what 

distinguish these courses the most from other programming courses. The participants in the 

courses are active K-12 teachers in technology and mathematics and in this section the aim 

is to develop knowledge and skills in how programming can act as a tool for knowledge 

building in their subjects. 

Since the previous experience of programming will differ also among the participating 

teachers’ future students, the participants will have to, to some extent, themselves teach 

others the basic concepts of programming. The fourth section ‘Didactics for programming 
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education’ therefore focuses on developing the knowledge and the skills of the participants 

to teach others programming, within the frame of technology and mathematics education. 

The fifth and last section of the courses ‘Project work’ draws on the participants’ 

knowledge and skills developed in previous sections and allows them to put these together in 

creating their own programming material. This is an important part of the courses since the 

participants in not only there to learn about programming, but to do something explicit that 

they can bring to their daily work and keep on developing with, or for, their students. 

 

5. FINDINGS AND DISCUSSION 
 

This section presents and discusses the findings from the analysed data in three  

sub-sections. The first sub-section, ‘Challenges and opportunities’, presents and discusses 

findings that relate to the first research question, ‘What are teachers’ perceptions of main 

challenges and opportunities in learning and integrating programming in K-12 technology 

and mathematics?’. The second sub-section, ‘Choice of programming tools’, presents and 
discusses findings that relate to the second research question, ‘Which preferences do K-12 

teachers have in the choice of programming tools and how might this be related to subjects 

and student age?’. In the third and last sub-section a more general discussion concerning the 

findings in the study is presented and related to previous research. 

 

5.1. Challenges and opportunities 
Regarding perception of challenges and opportunities in the integration and learning of 

programming in K-12 mathematics and technology, there was a greater consensus among the 

teachers about challenges. A majority of the teachers mentioned time, commitment, 
continuity and discussion in their essays as challenges for learning and integrating 

programming. Especially if the goal of the integration is that programming becomes a useful 

tool for other subjects, since that require a higher level of proficiency in programming. 

Another challenge mentioned in about half of the essays is that it is hard to learn 

programming since it requires the learner to learn new concepts, structures, logic and so forth 

in a secondary langue (most material is in English). 

Although not as coherent as the perception on challenges, a mentioned opportunity that 

stood out in the teachers’ essays where that programming is perceived to be a fun activity, 

which is mentioned in about a quarter of the essays. The easy access to a lot of learning 

material on the internet and in books is mentioned as another opportunity, also in about a 

quarter of the essays. The availability of this material is perceived as an opportunity both for 
the learning and integration of programming in K-12 mathematics and technology but also 

as an opportunity for further knowledge development. 

 

5.2. Choice of programming tools 
Concerning teachers’ choice of programming tool to solve their own programming 

assignments in the courses there was a general consensus among them. The programming 

tool used in the majority of the code submissions was Python, regardless to which student 

age or subject the teacher in question taught. Since a majority of the essays mentioned that 

they perceived Scratch to be the easier and more fun of the two alternatives this result is quite 
interesting. This could be understood in the light of that more than half of the essays also 

mentioned that as a tool for education and other subjects they could see a greater potential 

for the use of Python than for Scratch. 
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However, some alignments in the choice of programming tools can be found in the 

workshop observations of the two course instances. An alignment for programming with 

younger students and in technology can be found for Scratch; and an alignment for 

programming with older students and in mathematics can be found for Python. During the 

workshops many teachers also stated that Python is perceived to be more of a programming 

language than Scratch and allowed for more freedom to do, for example, complex 

calculations, which suited older students and the subject of mathematics. These alignments 

can also be spotted in some of the teacher essays. 
Despite that many teachers see a greater potential for Python in the integration and 

learning of programming in K-12 mathematics and technology and made the choice to solve 

their own programming assignments in the language of Python; many of them mentions that 

they probably will start with introducing Scratch to their students. The reason for this is 

declared to be a lower threshold for learning Scratch and that Python is perceived as 

complicated, for example in the use of Tkinter as event handling. The use of functions and 

function calls, the handling of local variables and the effect on semantics by indentation could 

also be supporting factors to a higher threshold for the Python programming language. 

 

5.3. General discussion 
As mentioned in previous research (Tundjungsari, 2016; Jawawi et al., 2015; Mannila 

et al., 2014) the teachers in our study also brought up the issue of having enough time to both 

learn programming themselves; and to teach it to their students and integrate it in their 

teaching activities in mathematics and technology in a meaningful way. The other important 

issue that the teachers mentioned, that programming is hard to learn, can be viewed as part 

of the time issue. The harder something is to learn, and to integrate in teaching activities, the 

more time is needed. 

On the other hand, many teachers also mentioned that programming is fun and that 

there is a lot of material available for learning programming and developing one's knowledge 

in the field. This could mean that the teachers see the same potential in using programming 

in their teaching activities as mentioned in previous research. That is, that the integration of 
programming could bring positive opportunities as a tool for knowledge construction and 

activating the students (Feurzeig, 2010; Papert, 1993:142; Tundjungsari, 2016; Psycharis  

& Kallia, 2017). 

As for the teachers’ choice of programming tool, their preferences could be understood 

by looking at the history of the programming tools. A strength in Scratch is that it is 

developed to have a lower threshold than traditional text programming languages (Shute, Sun 

& Asbell-Clarke, 2017; Resnick et al., 2009). So that the teachers perceived it as easier should 

not be that surprising. This could also explain why there was a slight alignment towards 

Scratch by technology teachers and teachers of younger students. An easier language might 

be more suitable if the outcome of the constructed program is most important, for example, 

controlling a robot. In the same way, the slight alignment for Python towards teaching older 
students and mathematics could be understood by the textual programming languages’ 

freedom from predesigned blocks. This makes the activity of writing code more flexible and 

could also explain why some teachers perceived a greater potential for Python in educational 

context.  
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6. CONCLUSION 
 

Although this study is quite limited in that it is located only in the Mid Sweden region, 

the obvious finding of the study is supported by previous research. That is, the perceived lack 

of time that teachers mention for learning programming and integrating it properly in 

teaching activities. While many teachers still mentioned that they perceived programming as 
a fun activity. Findings also indicates that there is a perceived suitability that influence 

teachers’ choice of programming tool; that is, that they reflect on the context in which it is to 

be used and make decisions based on that. This can be spotted in that many teachers own 

choice of programming language in the course was Python, even though many of them stated 

that they still, probably, will start off with Scratch with their students since it has a lower 

threshold more suitable to their level. 

The conclusion of this study is that teachers need to be given time and opportunity to 

learn and implement programming in their teaching activities. Preferable, teachers should 

learn both a block programming tool and a textual programming tool to draw on the 

opportunities in both languages. This could also serve as a better preparation for the 

challenges and opportunities, as well as versatilities, in bringing programming to the 
classroom. Lastly, the authors would also like to stress the importance on discussing 

challenges and opportunities about implementing programming with one’s peers, something 

that K-12 teachers in mathematics and technology also needs to get the time and opportunity 

to do. 

 

7. FUTURE RESEARCH 
 

This study has analysed the use of textual programming and block programming as 

teaching and learning tools in K-12 education. Another programming tool is unplugged 
programming where computational thinking is taught and learnt without the use of computers 

(AlAmer, Al-Doweesh, Al-Khalifa & Al-Razgan, 2015; Aranda & Ferguson, 2018). A next 

natural step would be to compare the concept of unplugged programming to textual 

programming and block programming. To better address the identified challenges in the 

teachers’ professional development, it would be interesting to develop a model for learning 

analytics that is tailor-made for the target group. A straight-forward and understandable 

model that can be useful in the continuous revision of courses for teachers’ professional 

development.  
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